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ABSTRACT

In recent years, the internet and smart devices have developed rapidly. Many people no longer rely on 
newspapers, magazines, or television to receive news. They can see the latest news using computers 
or mobile phones. According to a study by the Taiwan Internet Information Center, nearly 90% 
of Taiwanese people have used the internet. Many online streaming services have emerged, and 
people can easily watch movies and TV programs through computers or mobile phones. Hence, 
some websites use digital copyright management mechanisms to protect videos from being directly 
downloaded. However, 30% of websites use AES-128 encryption to protect their content. If the key 
access mechanism is not well protected, the encryption methodology may be useless. Therefore, this 
paper proposes a cross-platform digital copyright management mechanism for adaptive streaming. 
With this mechanism, users do not need to download additional applications, as the mechanism 
implements Web-Assembly language through the browser.
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INTRoDUCTIoN

With the advancement of technology and the popularization of the internet, many people have begun 
chatting or watching news or other videos online. Figure 1 depicts the 2019 Taiwan Internet Report 
released by the Taiwan Internet Information Center (Taiwan Network Information Center, 2019). 
According to this report, 89.6% of the domestic population older than 12 has used the internet, and 
85.6% have used audio-visual and live broadcasts. This report also demonstrates that most people 
watch videos through the internet. Modern people no longer obtain news and entertainment through 
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only television programs or newspapers and magazines, and they do not need to stay in front of 
the TV or go to the cinema to watch movies and TV series. Modern people are adopting different 
electronic products, such as computers, tablets, mobile phones or TV boxes, to obtain information, 
watch videos or listen to music.

Various audio and video streaming formats such as Moving Picture Experts Group-Dynamic 
Adaptive Streaming over HTTP (MPEG_DASH) and HTTP Live Streaming (HLS), as well as digital 
rights management systems such as Widevine and FairPlay, have been developed to facilitate the 
smooth transmission of audio and video content over the internet. Many movie production companies 
and TV stations have started to provide users with online platforms to stream movies or music and 
have developed video streaming platforms, such as HBO Max and Disney+, which use digital rights 
management to mitigate the spread of piracy and directly downloading movies. However, most 
user’s device has the limitation on the device such as the mobile phone or tablet. Some of them are 
equipment with limited memory space and lower computation power in their above devices. On 
the other hand, the streaming media format does not have the standard such as the HLS format for 
Apple’s device, another is MPEG-DASH, RTMP, and the last on is the SMOOTH format. In order 
to provide services to users across various devices, these streaming services must convert videos into 
various formats, which is a large burden on storage space. Furthermore, different DRMs support only 
specific browsers or operating systems. To protect video and audio content, 44.8% of platforms use 
paid third-party DRM solutions. As shown in Figure 2, 40% of video and audio platforms still do 
not use any digital rights management systems. 29% of platforms use HLS+AES-128; however, this 
system may not have any effect if the key acquisition method is not controlled.

Therefore, this paper uses (Wu, 2020) as a foundation to propose building a streaming digital 
rights management mechanism that supports multiplatform browsers and stores only one file format 
with the dynamic encryption of video clips. Not only this approach can let users prevent installing 
extra software or browser’s plugins to fetch the desired video clip efficiently but also it also reduces 
the redundant encrypted media file format to decrypt by the video server.

Figure 1. Estimated number of internet users in Taiwan in 2019
Source: 2019 Taiwan internet Report
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RELATED WoRKS

In recently years, there are some articles to discuss the digital right management methods such as 
the Attrapadung et al., (2018) proposed their scheme which their method could implement two level 
homomorphic public-key encryption with bilinear mapping group by adopting WebAssembly. Their 
approach does not have any other plugins and could execute on the web-browser efficiently. However, 
their scheme also needs higher computation cost due to the applying bilinear-mapping operation with 
homomorphic encryption. By the way, their scheme will increase the cipher-text size when applying 
on the second level encryption under the addition operations. Song et al., (2023) proposed a new 
data sharing mechanism called COAB-PRE that it could outsource the attribute encryption to other 
nodes, and it also implements by adopting WebAssembly. Their approach does not state the video size 
limitation and brings lots of burden to the edge devices or computation power limitation equipments. 
Cabrera et al., (2021) proposed a CROW tool that it could apply to the libsodium library and combine 
the libsodium into WebAssembly together. The CROW tool only could divide the LLVM IR code 
but not on the WebAssembly code directly. This causes the CROW limitation on the WebAssembly 
code. We thought that if it could divide the WebAssembly code directly without transferring the code 
to LLVM IR type. It will cause lots of help to WebAssembly diversification more. Sun et al., (2019) 
proposed their method that it adopts WebAssembly to design a code protection mechanism called 
SELWasm for offering encrypting Wasm executing code by applying the cryptographic algorithms. But 
their scheme also has the whitelist to check which code needs to be encrypted or not. This whitelist’s 
security protection is a serious problem. Meanwhile, this protection mechanism also brings the code to 
expand its own size. It also increases the decryption time especially when applying AES on the large 
media files to performing decryption. Sun et al., (2020) showed their attribute encryption method called 
CP-AB-KEM that it also adopts WebAssembly and Crypto library to perform files access-control. It 
provides the data privacy protection, users key revocation, and other features. But it also has to build 
up its own cloud servers and it cannot apply on the computation power limitation resources. By the 
way, the cloud server’s trust level assumption has also to be considered in their scheme.

All above discuss the mechanism that adopting WebAssembly to design the application or 
new encryption/decryption methods. Some of them must use the asymmetric encryption method or 
complicated encryption method to design the digital right management application. In one hand, it 
also fits to specific situation and brings large burden to users. In common cases, most users prefer 
to use light-weight software or plugins to fetch media stream clips. Hence, we thought that if there 
is a light-weight method without further installing extra software or plugins. We found that the 
digital rights management method proposed by Hassan et al., (2020) is based on AES, elliptic curve 

Figure 2. Statistics on the use of encryption methods in the industry
Source: Bitmovin 2019 Developer Report
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cryptography (ECC), and other methods. These methods include 256 encryption, user authentication, 
key transfer and decryption through the desktop application, and digital signature and shared key 
through ECC-256. Although this method improves that encryption strength of AES-256, the current 
streaming standard still uses AES-128. However, users must download additional applications to 
watch videos, which may degrade the user experience. Hence, it may still result lots of decryption 
time to users when they download large video stream clips from the web site. By the way, users must 
install the dedicated software to download the desired video clip from the web site after they have 
authentication with server completely. Therefore, based on the analysis of current methods and related 
research, this paper improves the security of AES-128 and proposes a digital rights management 
approach that complies with the streaming standard and can be executed directly through a browser 
without the need to install additional programs to protect the key efficiently.

EXPERIMENTAL METHoDS

1.  Experimental Architecture:
2.  In this paper, the experiment has two main parts, namely, the server side and the user side. The 

server side includes the authentication server, the audio/video server and the key server, and the 
user side executes JavaScript and WebAssembly through the browser of a computer, cell phone 
or tablet. The overall experimental architecture is shown in Figure 3.

The server side is divided into three parts, as shown in Figure 4. The authentication server handles 
user authentication and key issuance, the video server delivers video playlists and clips, and the key 
server delivers clip encryption keys. The user side is divided into two parts, as shown in Figure 5. 
JavaScript handles the video player, and WebAssembly sends authentication, play URL and key 
requests to each server.

The front-end part is controlled by JavaScript, and the general streaming request is executed 
through JavaScript. In this paper, WebAssembly controls user authentication, video URL requests and 
key requests and decryption. On the back-end, the authentication server is responsible for confirming 
user privileges and then allocating a set of tokens for subsequent calls to other APIs. The server will 
also provide an RSA public key to use when requesting fragment keys later. After obtaining the token, 
the user can request the video playlist from the video server and send it to the player; when the player 
is ready to play, it obtains the video encryption key from the key server through WebAssembly key 
encryption and then provides the RSA public key generated on the user side to the server. The key 
server decrypts the request with its own private key and confirms that the request is valid, encrypts 
it with the public key of the user side, and sends it back to the user side. This request is then sent to 

Figure 3. Experimental architecture
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the user throu gh WebAssembly decrypting with the private key of the user and finally passed to the 
player for playback. The overall playback process is shown in Figure 6, and the overall request flow 
is shown in Figure 7.-

Figure 4. Server architecture

Figure 5. Client architecture
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EXPERIMENTAL RESULTS

1.  Experimental Environment: The video used is from Big Buck Bunny and uses ffmpeg to convert 
the video to 1920x1080, 1280x720, 720x480, and 640x360. The bit rates are 3000k, 2400k, 1400k, 
and 800k. The video then uses Bento4’s mp4-hls.py to convert to unencrypted HLS format and 
divide the video into 5 second segments, with 106 segments in total. The authentication server 
and key server use nginx and PHP, the video server uses NodeJS’s Express, and all servers use 
the HTTPS protocol to encrypt the connection. The server CPU is Intel i7-7700. The front-end 
player uses Video.js and modifies the key request process, while the WebAssembly portion is 
written and compiled in Go.

2.  Experimental Results: When WebAssembly is initialized, a set of RSA 2048-bit private and 
public keys are generated. The private key is only stored internally and used to decrypt the key 
data returned by the server. The public key is provided to the server to generate the result, as 
shown in Figure 8.

Figure 6. Playback flow chart
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Before playing the video, a set of tokens is obtained from the server. The token corresponds to the ID 
of the user, the video to be played and the public key provided by the server. The successful request 
results are shown in Figure 9, and the original data of the token is shown in Figure 10.

After the token is obtained, the playlist URL can be obtained from the server. This request result 
is shown in Figure 11.

The player then requests the playlist. The main playlist is shown in Figure 12, and the clip playlist 
is shown in Figure 13.

During playback time, the player finds an EXT-X-KEY tag, which means that the content is 
encrypted, so it requests the URL in the tag. Here, through the modified player request process, 
the part after key is provided to the key and the server makes a request. The request results and the 
unencrypted original data are shown in Figure 14. The original data of the key request is shown in 
Figure 15, and the original data of the key response is shown in Figure 16.

3.  Cross Platform Testing: After completing the playback processing program, the next step is 
to test whether it can be executed normally on various browsers in commonly used operating 

Figure 7. Authentication and playback flow chart



International Journal on Semantic Web and Information Systems
Volume 20 • Issue 1

8

systems. Figure 17 shows the operating system and browser versions used in the test and the 
results of the test. Figures 18-23 show the playback status of each browser.

Analysis and Comparison

a.  Result Analysis: Figure 24 shows the time it takes for the key server to decrypt the encrypted 
data sent from the client and the time it takes for the server to encrypt the encrypted data with 
the client’s public key. Server decryption takes approximately 1 millisecond to 1.5 milliseconds, 
and server encryption with a public key takes 0.04 to 0.1 milliseconds. Figure 25 shows the time 

Figure 8. WebAssembly RSA public and private key generation results
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Figure 9. Token request results

Figure 10. Token raw data

Figure 11. Playlist URL request results
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Figure 12. Main playlist contents

Figure 13. Clip playlist contents
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Figure 14. Key request results

Figure 15. Key request raw data

Figure 16. Key response raw data
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Figure 17. Cross-platform test results

Figure 18. Windows-Google Chrome playback

Figure 19. Windows-Mozilla Firefox playback
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it takes for the video server to perform dynamic AES-128 encryption for each video quality 
segment. The larger the file size is, the longer the encryption time.

b.  Security Analysis: In this paper, our proposed methodology adopts the authentication server to 
authenticate users and allow successfully authenticated users to obtain the token. At the same time, 

Figure 20. Android-Google Chrome playback

Figure 21. macOS Safari playback
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our method also takes RSA (Rivest et al., 1978) asymmetric encryption as the digital envelope 
to protect the AES-128 symmetric key. Adversaries cannot obtain the AES-128 decryption key 
by factoring the RSA encryption algorithm with nonnegligible probability. In addition, our 
method plays the video clip by fetching the AES-128 decryption key with authentication tokens, 
as demonstrated on different platform browsers. The user’s browsers do not have to preserve the 
decryption key under different platforms and do not install any additional software to play the 
video clip.

Figure 22. Android-Google Chrome playback

Figure 23. Android-Samsung internet playback
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c.  Comparison of methods: The proposed method supports browsers with various operating systems 
by executing WebAssembly and media source expansion in the browser. Table 1 compares the 
supported environment of this paper with other methods. The environment supports all browsers 
except for iPhone iOS, which does not support media source expansion, to a greater extent than 
the original Widevine and FairPlay supported environments.

Figure 24. Key server RSA encryption and decryption time

Figure 25. Video server dynamic encryption time spent
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The method proposed by Hassan et al. (2020) is compared with the method proposed in this paper. 
The former uses a desktop application that the user must download before playing. Elliptic curve 
cryptography is used to encrypt the shared key and signature. In contrast, the proposed method is 
played directly through the browser and uses RSA encryption. Although the data generated by RSA 
is longer, research by Roetteler et al. (2017) indicates that the quantum computation required to crack 
ECC is less than that of RSA. The research by Hassan et al. Qubits can be cracked, but the RSA 
2048-bit cracking used in this paper requires 4098 qubits, and 𝑛 qubits can handle 2𝑛 information
operations (Wikipedia, n.d.). Therefore, if quantum computers are successfully developed in the 
future, ECC will be cracked before RSA.

CoNCLUSIoN AND FUTURE PRoSPECTS

This paper proposes an adaptive streaming-based digital rights management system. This system 
authenticates the user’s identity through the JSON Web Token, encrypts the request parameters with 
the server’s RSA public key, and generates a set of RSA public and private keys from the user. When 
the server sends the request back, it is encrypted with the public key of the user side. The private 
key is available only on the user side, which it protects the request process from man-in-the-middle 
attacks and ensures that others cannot decrypt it after receiving it. The entire process is executed 
in WebAssembly to prevent direct access to the RSA private key and the video key. The video uses 
AES-128 dynamic encryption, and the key generated each time it is played is different, which makes 
it more difficult to crack. Only one format needs to be stored; it is no longer necessary to store 
multiple formats to support each platform device, thereby reducing the cost of storage space. If the 
browser supports WebAssembly and media source extensions, other browsers on Windows, macOS 
and Safari on iPad can be used. However, iOS Safari on iPhone, which does not yet support media 

Table 1. Comparison with other method support environments
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source extensions, is not supported. Users do not need to install additional applications or settings, 
easing installation and use. Compared with direct transmission of AES-128 keys, the proposed method 
better protects the keys from direct access; it also supports more environments than Widevine or 
FairPlay do. At present, only software is used with the encryption protection key. If decryption can 
be combined with hardware to be independent of the operating system, it will be more difficult to 
crack. For example, the L1 of Widevine must be used with a Google-certified device. In the future, 
experiments regarding supporting low-latency live streaming and offline playback can be conducted.
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APPENDIX

1. Experimental Method:
a. Certified Token Generation: The party that generates the authentication token returns a set of JSON 
web token by confirming that the user can play the video. This JWT data verification uses HS256, 
and the data field contains the video ID and user ID. Other APIs can use this authentication token to 
identify licensed videos and objects in Figure 26.
b. Playback URL Generation: When requesting the video playback URL, the token generated in 
3.2.1 is used to make the request. After the token is verified, the corresponding video URL will be 
generated. The URL contains the URL Token, which contains a set of random numbers and encrypted 
data fields. The field is encrypted with AES-256-ECB, and the field contains the URL expiration 
time and the SHA512 hash value calculated by random numbers, video ID, expiration time and secret 
string to confirm that the token is legitimate in Figure 27.
c. Playlist generation: In each playlist, there is a URL for each clip of the quality, and the URL token 
and clip number are added after the URL in Figure 28 and Figure 29.

Figure 26. Certified token generation

Figure 27. Playback URL generation
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d. Key Generation:
e. The fragment output generates the fragment encryption key according to the random hash code in 
the provided URL token in Figure 30.
f. Key Delivery:

Figure 28. Master playlist generation

Figure 29. Segment playlist generation

Figure 30. Key generation
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The keys delivery shows in the Figure 31.
g. Encrypted Fragment Generation:
h. The encrypted segment is requested through the segment URL in the segment playlist obtained in 
3.3.3. The server verifies the URL token, generates a key according to 3.3.4, and then encrypts the 
key using AES-128-CBC according to the HLS standard definition in Figure 32.
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Figure 31. Key delivery

Figure 32. Encrypted segment


